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Abstract. We were faced with the challenge of designing solutions to increase 
the safety of all people involved with two corporate railways: employees 
working on transportation and maintenance services and citizens who live 
along the railroads. Instead of focusing on different solutions, we want to 
design a software platform that will allow the evolution of a software 
ecosystem. In this paper, we present the initial design and assessment of the 
software architecture of this platform. We briefly report the current 
architecture itself, focusing on some of the design decisions we made as well 
as our evaluation of the ATAM method to support the design of software 
platforms.  

1. Introduction 
A large mining company headquartered in South America funded us to develop new 
information and communication technologies aiming to increase the safety of 
employees and citizens who work or live close to the companies’ railways. In addition 
to the risks to the company’s employees and contractors, there are several cities and 
communities along these railways. This means that the technologies being designed in 
this project should not only improve the safety of company’s employees, but also 
minimize the risks to the people who live along the railways. 

 The authors then faced an interesting challenge: how to design technology to 
enhance the safety of company’s employees, contractors and citizens who live along 
these railways? The typical approach would be to identify the main risk scenarios and 
then design solutions that were specific to these scenarios. However, instead of doing 
that, we have decided to build a software platform to provide a broader set of services 
that can be used by different solutions for railroad safety. We then faced the problem of 
designing a software platform as a problem of designing a complex software system 
with a number of important questions related to the design of its underlying software 
architecture. As such, we chose to adopt a method for designing software architectures; 
in this case, we adopted the ATAM (Architecture Tradeoff Analysis Method) method 
[Kazman 2002]. This paper reports the software architecture we designed including the 
design decisions we have made, as well as an assessment of the ATAM as a method for 
designing software platforms. 

2. Software Ecosystems, Platforms and their Design 

According to [Bosch 2009], “a software ecosystem consists of a software platform, a set 
of internal and external developers and a community of domain experts in service to a 
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community of users that compose relevant solution elements to satisfy their needs”.  The 
question then is how to design such a software platform? How does the underlying 
software architecture of this platform should look like? What are the recommendations, 
guidelines or methodologies that can be used to design such a software platform?

 Related work to ours can be grouped in a small number of groups. In the first 
group, we find papers describing how organizations moved from a software product to a 
software (platform) ecosystem. Examples of this approach include [Costa et al. 2013] 
and [Bosch 2009], who discuss how to move from a software product line to a software 
ecosystem. Another group of related work focuses on modeling software ecosystems as 
a way to understand how they evolve over time (see for instance, [Monteith 2013]). 
Finally, the third set of related work focuses on the software architecture of software 
ecosystems. This includes the analysis of how extensible the APIs of these platforms are 
and the architectural challenges faced in software ecosystems [Bosch 2009].  

 Since we were not able to find an approach that could fit our particular context, 
we decided to adopt the ATAM method to guide the design of our software architecture. 
We chose ATAM because it is a fairly known method for architectural definition and 
assessment. In the following section we will very briefly describe our usage of the 
ATAM method. 

3. Using the ATAM Method 

As a process of “risk identification”, the ATAM can be conducted in an early stage of 
the project, where there is no detailed information or implementation available but 
requirements that are used to start a discussion on the decisions about the software 
architecture.  One of the first steps we took was to identify the stakeholders related to the 
railroad safety platform development. The main stakeholders are: 

• S1: Company’s information technology (IT) group responsible for the 
deployment of new information and communication technologies; 

• S2: Researchers developing new information and communication safety 
solutions that will eventually be integrated into the software platform; and 

• S3: Internal or external software developers that need to access platform services 
and data to create new safety solutions. 

 S1 stakeholders are aware of the current infrastructure constraints and future 
expansion plans. Their strategic view about the IT infrastructure is essential to 
understand the limits that new safety services and technologies will face. Their 
participation is also important to provide an overview of possible new technologies 
needed to upgrade the IT services of the company.  The participation of S2 stakeholders 
is essential to identify the services, data and quality attributes that the software platform 
must provide.  Finally, S3 are stakeholders responsible for creating new safety solutions 
that will exist on the platform. These solutions might be clients of data/services 
provided by other solutions or providers of data/services to other solutions.  

 Most of the identified quality attributes are related to the communications 
infrastructure that allow the services and data providers to use channels to provide 
online monitoring and notification in the railway.  With these quality attributes we 
designed an early version of the software architecture based on a component and 
layered view of services, devices and applications involved in the safety platform. This 
step was very important to create a shared view that included all components working 
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together, since before that, the team only had a vague notion of the required services, 
without knowing how to integrate them. 

 Following the method, we interviewed an experienced S1 stakeholder. This 
stakeholder is a member of a larger team that is defining new communication 
technologies to be acquired and deployed on one of the company’s railways. His 
participation was important to validate the assumptions and quality attributes that 
should be provided by the communication services to support the actual railway safety 
platform. This was critical due to the geographical distance between our team and the IT 
infrastructure team (other S1 members). To complicate things, this railway crosses the 
Amazon rain forest, and no detailed information about its infrastructure was available at 
the beginning of the project.  Through the S1 stakeholder, we confirmed the existence of 
maintenance shafts distributed alongside the railway. However, not all of them have 
energy and network connectivity to guarantee high availability, one of the initial 
platform requirements.  

 As a result of the analysis of the interviews and initial architecture design, we 
defined different alternative scenarios for the designed architecture. In one of them we 
moved distributed services to a central server. This led us to an architectural tradeoff, 
where we must decide between (i) the cost to create the infrastructure to support local 
servers spread along the railroad and (ii) the cost to communicate messages and 
notifications in only one central server with a potential bottleneck for system 
performance. This is only one example of an architectural trade-off that we faced as the 
result of the ATAM method. Due to space constrains we cannot report all of them. 

4. Assessing the ATAM Method 

According to [Taylor 2013], a successful software ecosystem is the result of good 
architectural styles and design decisions in order to create an open environment that 
supports the success criteria of the platform. This does not mean that a good 
architectural style is sufficient for a successful software ecosystem, but instead it is an 
important and necessary condition. In fact, there are social and economical factors that 
influence the development of software ecosystems [Barbosa 2013].  

 Before we conducted the design and analysis process, the stakeholders were only 
aware of their “safety apps”, i.e., the software and/or hardware solutions they were 
implementing. At the time, none of them have thought about how their assumptions 
were affected by other components or the existing IT infrastructure. As a practical 
result, S2 and S3 stakeholders are now researching alternative designs to support their 
solutions because of the likely scenario of lack of communication with local servers.  

  It is important to mention that the same strength of ATAM is also a weakness. 
To be more specific, ATAM suggests that workshops and/or interviews should be 
conducted with important stakeholders, and especially software developers who will 
implement the architecture and, in our case, create solutions for that platform. However, 
one of the most important aspects of any software ecosystem is the possibility to tap 
into the talent of software external developers, i.e., developers who will create solutions 
that have not been imagined before. This means that the ATAM results can help explore 
the architectural space of the “known” solutions reported by the interviewed developers 
as well as solutions that are “similar” to these. If new solutions challenge the 
assumptions embedded in this architectural space, the architecture of the software 
platform might fail. Despite that, we still believe that ATAM provided an interesting 
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starting point for us because it guided us through the process of designing the 
architecture of the software platform by documenting requirements and forcing us to 
think about design trade-offs. 

5. Conclusions 

An important aspect of any software ecosystem is its software architecture [Taylor 
2013]. This architecture needs to be open and flexible to allow software developers 
contribute with new and innovative solutions. While the research community recognizes 
the importance of this software architecture, most previous work focuses on the 
evolving a software platform from a specific software product [Bosch 2009] [Costa 
2013]. In other words, there is limited work suggesting how a software architecture 
should be designed when creating a new software ecosystem.  

 In this paper, we describe the usage of the ATAM method [Kazman 2012] to 
guide the definition and assessment of a software platform that is being built to increase 
the safety of employees and inhabitants who work and live alongside two major 
railways in Brazil. We also report on our evaluation of the ATAM method in this 
context, i.e., the advantages and weaknesses of using ATAM to design a software 
platform for ecosystems.  
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